Solidity\_language is used to read in solidity and convert it to C++ mode, solidity\_grammar defines an enumeration of types for type determination and conversion, solidity\_convert is responsible for specific conversions and handles traversals and conversions, solidity\_convert\_ literals is specifically responsible for converting integer boolean strings and hexadecimal, and pattern detects solidity code.

The solidity\_language class uses solidity\_convert to convert ASTs. solidity\_convert relies on solidity\_grammar to understand the structure of the Solidity code it is converting. solidity\_convert\_literal supports converting literals and is used by solidity\_convert.

**Solidity\_convert**

nlohmann::json &ast\_json; // json for Solidity AST. Use vector for multiple contracts

**bool solidity\_convertert::convert(){**

Perform pattern-based verification

Populate the context with symbols annotated based on each AST node, and hence prepare for the GOTO conversion.**}**

**Using:**

convert\_ast\_nodes：Iterate over and then process the nodes in the JSON AST tree.

get\_noncontract\_defition：Non-contractual definitions.

get\_struct\_class：Structure Definition.

add\_implicit\_constructor：Responsible for adding an implicit constructor if one is not explicitly defined in the contract.

multi\_transaction\_verification: Multi-transaction validation for –contract.

multi\_contract\_verification: Validate multiple contracts across the file.

**bool convert\_ast\_nodes(const nlohmann::json &contract\_def);**

**Using:**

get\_decl: used to process each declaration node in the AST. get decl in rule contract-body-element. get decl in rule variable-declaration-statement, e.g. function local declaration.

**bool get\_decl(const nlohmann::json &ast\_node, exprt &new\_expr);**

**using:**

bool get\_var\_decl(const nlohmann::json &ast\_node, exprt &new\_expr); Deals with variable declarations

bool get\_function\_definition(const nlohmann::json &ast\_node) //Deals with function definitions

bool get\_struct\_class(const nlohmann::json &ast\_node); Deals with structure declarations

bool get\_error\_definition(const nlohmann::json &ast\_node); Deals with error statements

//Handling implicit constructors

1. add\_implicit\_constructor()//Adding an implicit constructor to a class or structure
2. get\_implicit\_ctor\_call(exprt &new\_expr, const std::string &contract\_name)// Getting the invocation expression of an implicit constructor
3. get\_struct\_class\_fields(const nlohmann::json &ast\_node, struct\_typet &type)// Parses the fields in the structure definition and adds those fields to the internal type representation
4. get\_struct\_class\_method(const nlohmann::json &ast\_node, struct\_typet &type)// Parses the methods defined in the structure and processes them accordingly.
5. get\_access\_from\_decl(const nlohmann::json &ast\_node, struct\_typet::componentt &comp)// Extract the access rights information from the declaration and set the appropriate attributes
6. get\_block(const nlohmann::json &expr, exprt &new\_expr)// Parsing Code Blocks Consisting of Multiple Statements.
7. get\_statement(const nlohmann::json &block, exprt &new\_expr)
8. get\_binary\_operator\_expr(const nlohmann::json &expr, exprt &new\_expr)//Parsing binary arithmetic expressions.
9. get\_compound\_assign\_expr(const nlohmann::json &expr, exprt &new\_expr)// Parsing Compound Assignment Expressions
10. get\_unary\_operator\_expr(const nlohmann::json &expr, const nlohmann::json &literal\_type, exprt &new\_expr)// Parsing unary arithmetic expressions
11. get\_conditional\_operator\_expr(const nlohmann::json &expr, exprt &new\_expr)// Parsing Conditional Expressions
12. get\_cast\_expr(const nlohmann::json &cast\_expr, exprt &new\_expr, const nlohmann::json literal\_type = nullptr)// Parsing Type Conversion Expressions
13. get\_var\_decl\_ref(const nlohmann::json &decl, exprt &new\_expr)// Getting references to variable declarations
14. get\_func\_decl\_ref(const nlohmann::json &decl, exprt &new\_expr)// Getting a reference to a function declaration
15. get\_enum\_member\_ref(const nlohmann::json &decl, exprt &new\_expr)// Getting a reference to an enumeration member
16. get\_decl\_ref\_builtin(const nlohmann::json &decl, exprt &new\_expr)// Getting references to built-in functions or variables
17. get\_type\_description(const nlohmann::json &type\_name, typet &new\_type)// Parsing type descriptions and converting to internal type representations
18. get\_func\_decl\_ref\_type(const nlohmann::json &decl, typet &new\_type)// Getting information about the type of a function declaration
19. get\_array\_to\_pointer\_type(const nlohmann::json &decl, typet &new\_type)// Converting an array type to a pointer type
20. get\_elementary\_type\_name(const nlohmann::json &type\_name, typet &new\_type)// Get elementary type name
21. get\_parameter\_list(const nlohmann::json &type\_name, typet &new\_type)// Parsing the argument list of a function or method
22. get\_state\_var\_decl\_name(const nlohmann::json &ast\_node, std::string &name, std::string &id)// Getting State Variable Declarations
23. get\_var\_decl\_name(const nlohmann::json &ast\_node, std::string &name, std::string &id)// Get the name of the variable declaration
24. get\_function\_definition\_name(const nlohmann::json &ast\_node, std::string &name, std::string &id)// Get the name of the function definition
25. get\_constructor\_call(const nlohmann::json &ast\_node, exprt &new\_expr)// Parsing Constructor Calls
26. get\_current\_contract\_name(const nlohmann::json &ast\_node, std::string &contract\_name)// Get the name of the current contract
27. get\_empty\_array\_ref(const nlohmann::json &ast\_node, exprt &new\_expr)// Handling empty array references

**key function:**

**bool get\_expr(const nlohmann::json &expr, exprt &new\_expr);**

Function overloading, as a proxy or interface simplifier.

**bool get\_expr(const nlohmann::json &expr, const nlohmann::json &expr\_common\_type, exprt &new\_expr);**

Populate the out parameter with the expression based on the solidity expression grammar. More specifically, parse each expression in the AST json and convert it to a exprt ("new\_expr"). The expression may have sub-expression.

@param expr The expression that is to be converted to the IR

@param literal\_type Type information ast to create the the literal

type in the IR (only needed for when the expression is a literal).

A literal\_type is a "typeDescriptions" ast\_node.

we need this due to some info is missing in the child node.

@param new\_expr Out parameter to hold the conversion

@return true iff the conversion has failed

@return false iff the conversion was successful

**Details:**

locationt location;

get\_start\_location\_from\_stmt(expr, location);// Initialising location information

Get expression type.

![](data:image/png;base64,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)

Type Branch Handling:

Binary Operator: BinaryOperatorClass

Unary operators: UnaryOperatorClass

Conditional operator: ConditionalOperatorClass

Declared Reference Expressions: DeclRefExprClass

Literal: literral

Tuple expression: Tuple

Function Call: CallExprClass

Implicit conversion expression: ImplicitCastExprClass

Index Access: IndexAccess

Create new object: NewExpression

Member Calls (including Contract, Struct, Enum Member Calls): ContractMemberCall, StructMemberCall, EnumMemberCall

Type name expression: ElementaryTypeNameExpression

// line number and locations. Processing location information in AST nodes

1. get\_location\_from\_decl // Extracting location information from declared nodes
2. get\_start\_location\_from\_stmt // Extracting start position information from statement nodes
3. get\_final\_location\_from\_stmt // Extracting end position information from statement nodes
4. get\_line\_number // Extract line numbers based on AST nodes
5. add\_offset// Add Offset。
6. get\_src\_from\_json // some nodes may have "src" inside a member json object. we need to deal with them case by case based on the node type
7. move\_symbol\_to\_context
8. multi\_transaction\_verification// Verify Multi-Trading Conditions
9. multi\_contract\_verification// Validating Multi-Contract Structures

//Helper function to handle conversions in Json files

1. std::string get\_modulename\_from\_path(std::string path); Extract module name from file path。
2. std::string get\_filename\_from\_path(std::string path); Extracting filenames from full paths。
3. const nlohmann::json &solidity\_convertert::find\_decl\_ref(int ref\_decl\_id, std::string &contract\_name)// find declaration reference
4. const nlohmann::json &find\_constructor\_ref(int ref\_decl\_id); Look up nodes in the AST。
5. void convert\_expression\_to\_code(exprt &expr); Converting expression nodes into executable code form
6. bool check\_intrinsic\_function(const nlohmann::json &ast\_node)// Check if it is a built-in function

// Type and expression handling

1. make\_implicit\_cast\_expr//Create implicit type conversion expressions.
2. make\_return\_type\_from\_typet//Create return types from types.
3. make\_pointee\_type// Since Solidity function call node does not have enough information, we need to make a JSON object manually create a JSON object to complete the conversions of function to pointer decay
4. make\_array\_elementary\_type// Function used to extract the type of the array and its elements
5. make\_array\_to\_pointer\_type // Function to replace the content of ["typeIdentifier"] with "ArrayToPtr"
6. get\_array\_size //Get the array size from the type description.
7. is\_dyn\_array//Determines if the array is dynamic.
8. add\_dyn\_array\_size\_expr//Add a size expression to a dynamic array type.

//literal conversion functions.

bool convert\_integer\_literal(

const nlohmann::json &integer\_literal,

std::string the\_value,

exprt &dest); //integer conversion

bool convert\_bool\_literal(

const nlohmann::json &bool\_literal,

std::string the\_value,

exprt &dest); //boolean conversion

bool convert\_string\_literal(std::string the\_value, exprt &dest); //string conversion。

bool convert\_hex\_literal(std::string the\_value, exprt &dest, const int n = 0); //hexadecimal conversion

//Auxiliary data structures:

Mapping from the Contract\_id to the Contract\_Name

std::unordered\_map<int, std::string> exportedSymbolsList;

Inheritance Order Record <contract\_name, Contract\_id>

std::unordered\_map<std::string, std::vector<int>> linearizedBaseList;

Store the ast\_node["id"] of contract/struct/function/...

std::unordered\_map<int, std::string> scope\_map;

Private：

Receive basic types from solidity and convert them

get\_elementary\_type\_name\_uint: unsigned integer

get\_elementary\_type\_name\_int: signed integer

get\_elementary\_type\_name\_bytesn: byte sequence

**Solidity\_grammar**

enum ContractBodyElementT

{

VarDecl = 0, // rule variable-declaration

FunctionDef, // rule function-definition

StructDef, // rule struct-definition

EnumDef, // rule enum-definition

ErrorDef, // rule error-definition

ContractBodyElementTError

};// In a similar way, enumeration types are created to express the different elements of a solidity contract.

//The following function gets the enumeration type first：

ContractBodyElementT get\_contract\_body\_element\_t(const nlohmann::json &element)

TypeNameT get\_type\_name\_t(const nlohmann::json &type\_name)

ElementaryTypeNameT get\_elementary\_type\_name\_t(const nlohmann::json &type\_name)

ParameterListT get\_parameter\_list\_t(const nlohmann::json &type\_name)

BlockT get\_block\_t(const nlohmann::json &block)

StatementT get\_statement\_t(const nlohmann::json &stmt)

ExpressionT get\_expression\_t(const nlohmann::json &expr)

VarDeclStmtT get\_var\_decl\_stmt\_t(const nlohmann::json &stmt)

FunctionDeclRefT get\_func\_decl\_ref\_t(const nlohmann::json &decl)

ImplicitCastTypeT get\_implicit\_cast\_type\_t(std::string cast)

//Then the following functions convert the different enumeration types to strings：

const char\* contract\_body\_element\_to\_str(ContractBodyElementT type)

const char\* type\_name\_to\_str(TypeNameT type)

const char\* elementary\_type\_name\_to\_str(ElementaryTypeNameT type)

const char\* parameter\_list\_to\_str(ParameterListT type)

const char\* block\_to\_str(BlockT type)

const char\* statement\_to\_str(StatementT type)

const char\* expression\_to\_str(ExpressionT type)

const char\* var\_decl\_statement\_to\_str(VarDeclStmtT type)

const char\* func\_decl\_ref\_to\_str(FunctionDeclRefT type)

const char\* implicit\_cast\_type\_to\_str(ImplicitCastTypeT type)

//These functions calculate the type size：

unsigned int uint\_type\_name\_to\_size(ElementaryTypeNameT)

unsigned int int\_type\_name\_to\_size(ElementaryTypeNameT)

unsigned int bytesn\_type\_name\_to\_size(ElementaryTypeNameT)

//Operator acquisition, binary and unary

get\_expression\_t(const nlohmann::json &expr) // received expression

ExpressionT get\_expr\_operator\_t(const nlohmann::json &expr) //binary

ExpressionT get\_unary\_expr\_operator\_t(const nlohmann::json &expr, bool uo\_pre)//unary

VisibilityT get\_access\_t(const nlohmann::json &ast\_node); // should be an access modifier

**Solidity\_convert\_literals**

convert\_integer\_literal

convert\_bool\_literal

convert\_string\_literal

convert\_hex\_literal

//Converts integers, booleans, strings and hexadecimal to the types used internally.

**solidity\_language.cpp**

parse //Read the AST file

typecheck //check the syntax.

convert\_intrinsics//Mapping solidity syntax to C++ for post-processing

**pattern\_check.cpp**

safety check